# JavaScript Essentials

## 001 Data types

* Number
* String
* Boolean
* Undefined (falsy)
* Null (falsy)
* Symbol
* Bigint

## 002 Operators

### ---Basic operators

* Mathematical operators (+, -, \*, /, %)
* Type (typeof)
* Assignment operators (=, ++, --)
* Comparison operators (>, <, >=, <=, ==, ===, !==)
* Logical operators (||, &&, !)
* Short-circuiting (||, &&)
* Nullish coalescing (??)
* Logical assignments (??=, ||=, &&=)
* Optional chaining (?.) used to check if a property exists

restaurant.openingHours?.mon?.open

also used to check if a method exists and then call it

restaurant.order?.(0, 1)

* Spread operator (Used on the right side of equal sign. Works with iterables: arrays, strings, maps, sets.) – cannot be used in template literals.

Const str = ‘Jonas’;

Const letters = […str];

* Rest operator (Used on the left side of equal sign.)

### ---Ternary operator

<condition> ? <code> : <code>;

## 003 Conditional syntaxes

* If-else

if (<condition>) {

<code block>

} else {

<code block>

}

* Switch

switch(<variable name>) {

case <value>:

<code>;

Break;

case <value>:

<code>;

Break;

Default:

<code>

}

## 003 Functions

### ---Function expression

* Hoisting depends on using var/let/const
* Scoping depends on using var/let/const
* **Remember** | let/const not hoisted – block scoped
* **Remember** | var hoisted – function scoped
* The this keyword (strict mode): undefined if regular function call – object which calls the function as method

function <function name>(<argument>, <argument>) {

<code block>;

return <output variable>;

}

<function name>(<argument>, <argument>);

### ---Function declaration

* Hoisted
* Block scoped
* The this keyword (strict mode): undefined if regular function call – object which calls the function as method

const <function name> = function(<argument>, <argument>) {

<code block>;

return <output variable>;

}

<function name>(<argument>, <argument>);

#### Default parameters:

const <function name> = function(<argument>=200, <argument>=’jonas’) {

<code block>;

return <output variable>;

}

For skipping default parameters in between, you may use *undefined*.

#### Spread operator:

to pass multiple elements of an array as arguments into a function.

addFunction(…arguments);

#### Rest pattern:

makes the function receive any number of arguments with just specifying one argument name. packs all the received arguments into an array.

Const addFunction = function (…arguments) {}

#### Function methods

When calling functions as methods of classes, we may need to manually set the this keyword.

.call (receives first the this keyword as an argument, then the rest of the arguments that the function needs. Calls the function immediately.)

.apply (receives first the this keyword as an argument, then an array of the arguments that the function needs. Calls the function immediately. Consider using *bind* instead.)

.bind (receives the this keyword as an argument. Does not call the function immediately. Partial application possible. Refer to the main documentation p160.)

### ---Arrow function

* Hoisting depends on using var/let/const
* Scoping depends on using var/let/const
* **Remember** | let/const not hoisted – block scoped
* **Remember** | var hoisted – function scoped
* The this keyword: this keyword of the surrounding function

const <function name> = (<arugment>, <argument>) => {

<code block>;

return <output variable>;

}

<function name>(<argument>, <argument>);

Or

const <function name> = (<arugment>, <argument>) => <implicit return><code line>;

### ---Immediately Invoked function Expressions (IIFE)

* Not used anymore in modern JavaScript

(function () {

  <Code block>;

})();

## 004 Data structures

### Arrays

Create an empty array with a certain number of indexes.

const x = new Array(7);

Create an array with a certain number of indexes and fill it with a certain value

const y = Array.from({ length: 7 }, () => 1);

#### Retrieve data:

* Bracket notation:

array[0]

* At method

array.at(-1)

#### Array methods:

* .Length
* .Push (add to the end) – returns length
* .Unshift() (add to the beginning) – returns length
* .Pop (removes from the end) – returns removed element
* .Shift (removes from the beginning) – returns ??
* .indexOf (search for a value) – returns index
* .includes (search for equality) – returns Boolean
* .at (search by index) – returns element at the index
* .entries – returns another array containing key-value pairs
* .slice (extracts an array starting from a certain index to another. Does not change the original array. Also used to make shallow copies. Consider using negative numbers) – returns an array
* .splice (similar to slice, but does change the original array. Consider using negative numbers) – returns an array
* .reverse (reverses the array. changes the original array) – returns an array.
* .concat (to concat two arrays. Spread operator may be used instead.)

arr.concat(arr2)

* .join (joins elements of the array into a whole string with a certain character between them)
* .at (retrieves an element of the array at a certain index)
* .forEach (loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array.)
* .map (loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array.) – returns a new array based on the original array.
* .filter (loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array. filters for elements in the array satisfying a certain condition.) – returns an array of filtered elements.
* .reduce (loops over array. requires callback function and an initial value for an accumulator variable. Has access to an accumulator variable, the current element, the element’s index, and the entire array. boils down all the elements of the array into one single value.) – returns a single value.

const balance = arr.reduce(function (acc, cur, i, arr) {

  <code block>;

}, 0);

* .find (search for condition. loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array. usually used when only one element satisfies a condition.) – returns the first element that satisfies a certain condition.
* .findIndex (search for condition. similar to *find*) – returns the index of the element that satisfies the condition.
* .some (search for condition. loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array.) – returns Boolean. true if any element satisfies the condition.
* .every (search for condition. loops over array. requires callback function. Has access to the current element, the element’s index, and the entire array.) – returns Boolean. True if all elements satisfies the condition.
* .flat (flats a nested array, by default to 1 level, or more if specified)
* .flatMap (used when we need to use *map* and then *flat*.)
* .sort (sorts elements as strings. Changes the original array.) – to sort numbers correctly, a comparing function should be used with *sort*:

movements.sort((*a*, *b*) => a - b); <ascending>

movements.sort((*a*, *b*) => b - a); <descending>

* .fill (used to fill an array with a certain value <first argument>, from a certain index <second argument> to another <third argument>)

x.fill(1, 3, 5);

* Array.from (used to create an array with certain number of indexes and filling it with certain value. Receives two arguments: object defining the length of array, callback function which has access to the current element, the current index, and the entire array)

const z = Array.from({ length: 7 }, (*el*, *i, arr*) => i + 1);

![](data:image/jpeg;base64,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)

#### De-structureing:

regular

Const arr = [2,3,4];

Const [x, y, z] = arr;

Nested

Const nested = [2, 4, [5, 6]];

Const [i, , [j, k]] = nested;

Ignoring

Const nested = [2, 4, [5, 6]];

Const [i, , j] = nested;

Determining default values to avoid undefined

Const defarr = [8, 9];

Const [p=1, q=1, r=1] = defarr;

#### Spread operator:

Used on the right side of equal sign to expand arrays into individual elements.

Const arr = [7, 8, 9];

Const newArr = [1, 2, …arr];

To create shallow copies

Const newMenuCopy = […mainMenu];

To merge two arrays into one new array

Const arrsum = […arr1, …arr2];

#### Rest pattern:

Used on the left side of equal sign to collect multiple elements and condense them into an array. It is the opposite of spread operator. Remember that the rest element must be the last element in a destructuring syntax. So it is obvious that there can only be one rest element in such syntaxes.

Const [a, b, …others] = [1, 2, 3, 4, 5];

### Objects

#### Retrieve data:

* dot notation:

object.firstName

* bracket notation (computations may be involved):

object[‘firstName’]

#### Object methods:

We basically define object methods ourselves! Consider using enhanced object literals.

* Object.keys(<object name>)
* Object.values(<object name>)
* Object.entries(<object name>)

#### De-structureing:

regular

Const {name, openingHours, categories} = restaurant;

Change variable names

Const {name: restaurantName, openingHours: hours, categories: tags} = restaurant;

Determining default values and changing names

Const {menu = [], starterMenu: starters = [] } = restaurant;

Nested

Const {fri} = openingHours;

Const {fri: {open, close}} = openingHours;

Nested and changing names

Const {fri: {open: o, close: c}} = openingHours;

#### Spread operator:

Since ES2018 the spread operator works on objects even though objects are not iterables.

const newRestaurant = {foundedIn: 1989, …restaurant, founder: ‘Guiseppe’};

Shallow copy

Const restaurantCopy = {…restaurant};

#### Rest pattern:

const { sat, ...weekDays } = restaurant.openingHours;

#### Converting objects to maps

const hoursMap = new Map(Object.entries(openingHours));

### Sets

Expects iterables. Returns a set (similar to an array) with no duplicate values. Sets are iterables themselves. No key-value pairs.

const orderSet = new Set(<iterable>);

#### Set methods:

* .size
* .has (similar to includes in arrays)
* .add
* .delete
* .clear
* .forEach (loops over set. requires callback function. Has access to the current element, the index which makes no sense in sets, and the entire set.)

#### Spread operator:

const staffUnique = […new Set(staff)];

### Maps

Used to map values to keys. data is stored in key-value pairs. Unlike objects (with string keys), in maps keys can have any type, even Booleans. Maps are iterables.

Creating a map

const rest = new Map();

then populating it with the set method. We can also create map and populate it at the same time:

const question = new Map([

  ['question', 'What is the best programming language in the world?'],

  [1, 'C'],

  [2, 'Java'],

  [3, 'JavaScript'],

]);

#### Map methods:

* .size
* .set (to add items) – returns the map > chaining multiple set methods is possible.

rest.set('name', 'Classico Italiano');

rest.set(1, 'Firenze, Italy');

* .get (to retrieve value related to a key)

rest.get('name')

if the key is an array, we cannot use the get method with the array literal inside it. Check the main document (p 137) for solution.

* .has (to check if a certain key exists in the map)
* .delete (to delete the value related to a certain key)
* .clear
* .keys
* .values
* .entries
* .forEach (loops over map. requires callback function. Has access to the value of current pair, the key of current pair, and the entire map.)

#### Converting maps to arrays

const questionArr = […question];

## 005 Loops

### For loop

for(let <counter > = 1; <counter> <= 10; <counter++) {

<code block>;

}

* Consider using *continue* and *break* keywords under certain conditions.
* Can be used to loop over arrays.

### While loop

Let <counter> = 1;

while(<counter> <= 10) {

console.log(‘Lifting weights repetition ${rep}’);

<counter>++;

}

* Used when there is no need for a counter variable.

### For-of loop

for (const <variable> of <iterable>) {};

* Consider using *continue* and *break* keywords under certain conditions.
* Can be used to loop over arrays.

## 006 DOM manipulation

### Selecting

Selecting the entire HTML document, the head, or the body:

document.documentElement

document.head

document.body

#### .querySelector:

returns the first element that matches the query.

* Selecting elements

document.querySelector(‘img’);

document.querySelector(‘.message’);

document.querySelector(‘#message’);

* Selecting text content of text elements

document.querySelector(‘.message’).textContent;

* Selecting text value of textbox input

document.querySelector(‘.guess’).value

#### .querySelectorAll:

returns a node list containing all the elements matching the query.

#### .getElementByID:

returns the element with the matching ID.

#### .getElementsByTagName:

returns an HTML collection containing all the elements with the matching tag name.

#### .getElementsByClassName:

returns an HTML collection containing all the elements with the matching class name.

### Creating, inserting, deleting

Creating an element:

Const message = document.createElement(‘div’);

#### .innerHTML

possible to read or set html content:

Message.innerHTML = ‘We use cookies for improved functionality and analytics. <button class=”btn btn—close-cookie”>Got it!</button>’;

* May be used to delete any html inside a certain element:

document.querySelector('.movements').innerHTML = '';

#### .insertAdjacentHTML

Use with afterend/before begin to insert as sibling of a certain element. Use with beforeend/afterbegin to insert as child of a certain element.

const html = `<html syntax>`;

document.querySelector('.movements'). insertAdjacentHTML('afterbegin', html);

#### .prepend / .append

adds an element (message) as the first/last child of another element (header).

header.prepend(message);

header.append(message);

* In case both used, the last command will be applied. Node cannot be at two places at the same time. Fix:

header.append(message.cloneNode(true));

copies the messages element with all its children.

#### .before / .after

adds an element (message) as a sibling before/after another element (header).

Header.before(message);

Header.after(message);

#### .remove

Message.remove();

### Handling events

Consider checking MDN for all types of events.

#### click

listening for click events (happen on elements) – callback functions have access to the event

Document.querySelector(‘.check’).addEventListener(‘click’, function (e) {});

#### keypress

Listening for keypress events (happen on document object) – callback functions have access to the event

Document.addEventListener(‘keydown’, function (e) {})

Document.addEventListener(‘keyup’, function (e) {})

Document.addEventListener(‘keypress’, function (e) {})

Consider examining the e.key for keypress events.

#### Lifecycle DOM events

DOMContentLoaded: triggered by the document.

document.addEventListener('DOMContentLoaded', function (e) {})

load: triggered by the window object.

window.addEventListener('load', function (e) {})

beforeunload: triggered by the window object.

window.addEventListener(beforeunload, function (e) {})

* Used with e.returnValue set to empty string to show a generic message before user leaves the webpage.

### Manipulating CSS style

Values should be written as strings.

document.querySelector(‘.number’).style.width = ‘30rem’;

* CSS properties with names consisting of 2 parts, should be written in camel-case.

document.querySelector(‘body’).style.backgroundColor = ‘#60b347’;

* With *style* we cannot read external CSS properties. It can only read inline styles. Fix below. Returns a CSS Style Declaration containing all the properties and their values.

Console.log(getComputedStyle(message));

#### Custom properties

CSS variables are defined in *root* selection in the CSS file (refer to HTML and CSS Essentials p 10), which is equivalent in JS to the Document. To access these properties, we should access the root section in CSS file first, then using the *style*, we can *setProperty*.

Document.documentElement.style.setProperty(‘—color-primary’, ‘orangered’);

### Reading and Setting Attributes

* When an HTML element is supposed to have certain attributes and if those attributes are defined in the HTML code, then they can be accessed directly (all possible to use for setting attributes):

Const logo = document.querySelector(‘.nav\_\_logo’);

Console.log(logo.src);

* Returns absolute URL. To get the relative URL use *getAttribute*.

Console.log(logo.className);

#### .getAttribute

If some attributes are defined in the HTML code but they are not supposed to be there:

logo.getAttribute(‘designer’)

#### .setAttribute

used to set some non-standard attributes. First the attribute title, then the attribute value.

Logo.setAttribute(‘company’, ‘Bankist’);

#### .dataset

used to create a bridge between the DOM and data of the application.

HTML attribute:

data-version-number=”3.0”

JavaScript:

logo.dataset.versionNumber

### Working with classes

Removing a class from element

document.querySelector(‘.modal’).classList.remove(‘hidden’);

Adding a class to element

document.querySelector(‘.modal’).classList.add(‘hidden’);

toggling a class for element

document.querySelector(‘.modal’).classList.toggle(‘hidden’);

Checking if a class exists in the class list:

modalWindow.classList.contains(‘hidden’);

### DOM Traversing

#### Going downwards (child)

* .querySelector (works on both the document and the elements)
* .querySelectorAll (works on both the document and the elements)
* .childNodes (used to get only the direct children nodes) – returns a node list.
* .children (used to get only the direct children elements) – returns an HTML collection
* .firstElementChild / .lastElementChild – returns element

#### Going upwards (parent)

* .parentNode (similar to *childnodes*) – returns ???
* .parentElement (used to get direct parent element)
* .closest (used to get a parent element which is not necessarily a direct parent) – returns a parent element matching the query no matter how far in the DOM tree. If query matches the element that closest is being called on, the element itself is returned.

#### Going sideways (sibling)

* .previousElementSibling / .nextElementSibling (used to access direct sibling elements)
* .previousSibling / .nextSibling (used to access direct sibling nodes)

### Targeted DOM updating

In order to avoid re-rendering all the DOM while only partial changes are about to happen, we can create a virtual DOM representing the new state of the DOM that is going to be rendered, but actually don’t render it. Then we compare this virtual DOM to the current DOM that is currently being displayed on the webpage. This comparison will lead to the replacement of the parts that are different between the two DOMs.

In order to create a new virtual DOM:

Const newDOM = document.createRange().createContextualFragment(<new-markup-string>);

Then we extract all the elements of this new virtual DOM and the current DOM and put them in separate arrays, so that we can compare them in the next step:

Const newElements = Array.from(newDOM.querySelectorAll(‘\*’));

Const curElements = Array.from(this.\_parentElement.querySelectorAll(‘\*’));

Then we loop over both arrays and compare elements of the two arrays. What we should look for are elements that are different and also elements that contain only text. If these two conditions are met, then we replace the text content of the current element with the text content of the virtual element.

newElements.forEach((newEl, i) => {

const curEl = curElements[i];

if (!newEl.isEqualNode(curEl) && newEl.firstChild?.nodeValue.trim() !== ‘’) {

curEl.textContent = newEl.textContent;

}

})

This condition will target only elements that contain text. However, not all elements that need to be updated contain text. Some elements will need to update their attributes according to the new virtual DOM. In order to target these elements, we only need the first condition to be true. Then for these elements, we will get their attributes using the ‘attributes’ method on the element, which will return an object containing the attributes, then convert this object to an array on which we can loop and update attributes.

If (!newEl.isEqualNode(curEl)) {

Array.from(newEl.attributes).forEach(attr => curEl.setAttribute(attr.name, attr.value))

}

**NOTE | This algorithm is probably not a good way to implement targeted DOM updating in huge projects. In small projects it may work fine, but in general, it is not recommended to be followed.**

### Some Special Methods

#### getBoundingClientRect

used on an element to get a ton of information about the element’s position on the page) – returns a DOMRect.

#### window.pageXOffset and window.pageYOffset

used to get the current scroll position

#### window.scrollY and window.scrollX

used to get the current scroll position

#### clientWidth and clientHeight

used to get the viewport’s height and width.

document.documentElement.clientHeight;

document.documentElement.clientWidthl

#### scrollTo

used on the window obejct to make the browser scroll to a certain position using an object of options.

window.scrollTo({

    left: <value>,

    top: <value>,

    behavior: 'smooth',

  });

#### scrollIntoView

used on an element to make the browser scroll it into view using an object of options.

section1.scrollIntoView({ behavior: 'smooth' });

#### new IntersectionObserver

creating an observer

const observer = new IntersectionObserver();

call the observer to observe a target. Receives a callback function and an object of options.

const obsOptions = {

  root: null,

  threshold: 0.1,

  rootMargin: ‘-90px’,

};

* Root is the element that the target intersects with. Setting it to *null* will observe intersection with the viewport.
* Threshold: defines the percentage of intersection at which the callback function will actually be called back. Possible to mention multiple thresholds mentioned in an array.
* Rootmargin: defines some kind of an offset for the callback function to be called.

const obsCallback = function (entries, observer) { <code block> };

* Callback function has access to entries (data produced by the observer, containing information about the target that is intersecting), and to the observer itself.

Calling the observer to observe the target:

observer.observe(<target element>)

#### focus / blur

used to activate / deactivate the cursor in a textbox input in certain conditions.

inputDistance.focus();

inputDistance.blur();

#### Geolocation API

Getting current position

navigator.geolocation.getCurrentPosition(<success function> (position) {}, <failure function>() {});

* Returns a GeolocationPosition object containing altitude, longitude, and many other properties.

#### LocalStorage API

Setting data into the localStorage:

localStorage.setItem('workouts', JSON.stringify(this.#workouts));

* JSON.stringify is only necessary if the value that is being stored is an object.

Getting data out of the localStorage:

const data = JSON.parse(localStorage.getItem('workouts'));

* JSON.parse is always necessary because what we receive directly from the localStorage is in JSON format and is not usable.

Deleting data from the localStorage:

localStorage.removeItem('workouts');

## 007 Strings

Retrieving characters at a certain index

const plane = 'A320';

const firstLetter = plane[0];

const firstLetter2 = “A320”[0];

### String methods:

* .length
* .indexOf (search for the index of the first occurrence of a certain character)
* .lastIndexOf
* .slice (returns an extract of the string starting from a certain index until one less than the second index) – negative numbers will count from the end.

airline.slice(4, 7)

* .toLowerCase
* .toUpperCase
* .trim (deletes any white space)
* .replace

const priceUS = priceGB.replace('&', '$')

* .replaceAll
* .includes
* .startsWith
* .endsWith
* .split (to split a string into multiple parts based on a divider string.

'a+very+nice+string'.split('+')

* Join (joins multiple strings in an array into a whole string with a certain character between them)

['Mr.', firstName, lastName.toUpperCase()].join(' ')

* .padStart (adds a certain character to the beginning of a string to make its size equal to a certain amount)

message.padStart(25, '+')

* .padEnd
* .repeat (repeats a string for a certain amount)

message2.repeat(5)

## 008 Numbers and Dates

### Numbers

Converting string to number

Number('23')

#### Methods:

The Number object provides a namespace containing some methods:

* Number.parseInt (used to separate a number from a string containing a number and after that, other characters probably as units.) – returns integer number with no decimals

Number.parseInt('30px', <radix>)

Radix is the base of numeral system which, by default, is 10.

* Number.parseFloat (similar to *parseInt*. Usually used to read a value out of a CSS string) – returns floating number
* Number.isNaN (used to check if a value is Not-a-Number. It may have confusing results. Consider using *isFinite*) – returns Boolean.
* Number.isFinite (used to check if a value is a number) – returns Boolean.
* Number.isInteger (used to check if a value is integer and not a float.

The Math object provides a namespace for some methods:

* Math.sqrt (used to calculate the square root of a number)
* Math.max (used to get the maximum value among multiple numbers. involves type coercion, but no parsing.)

Math.max(5, 18, 23, 11, 2)

* Math.PI (the PI constant related to the calculation of area of a circle)
* Math.random – returns a random value between 0 and 1. To create a random number between two certain numbers:

const randomInt = (min, max) => Math.trunc(Math.random() \* (max - min) + 1) + min;

* Math.trunc (removes any decimals, involves type coercion)
* Math.round (rounds a floating number to its nearest integer, involves type coercion)
* Math.ceil (rounds a floating number to its higher integer, involves type coercion)
* Math.floor (rounds a floating number to its lower integer, involves type coercion)

Methods to be used on a number:

* .toFixed (receives a number which defines the number of decimals. If set to 0, works like *round*. If set to a certain number, will *round* or add 0s to match the number of decimals with that certain number)

#### Internationalizing Numbers (Intl)

const num = 3885843.23;

displaying the number with internationalization formatting according to an object of options:

new Intl.NumberFormat('en-US', options).format(num)

const options = {

  style: 'unit',

  unit: 'mile-per-hour',

  useGrouping: false,

};

* specify first the style inside this object of options. There are three different values that we can put here: **unit**, **percent**, **currency**. When we set the style to unit, we then have to define the unit. When we set the style to percent, the unit property is completely ignored. When we set the style to currency, the unit property is ignored, and we will have to define the currency. Consider checking MDN for all styles and units available.

### Date and Time

Creating a date – returns current date and time:

const now = new Date();

Parsing a date from a date string (the string can either be written by ourselves or fetched from somewhere else):

new Date('December 24, 2015')

new Date('Aug 09 2022 22:23:14')

Parsing a date from a series of numbers defining year, month (zero-based), day, weekday, hours, minutes, and seconds:

new Date(2037, 10, 19, 15, 23, 5)

Beginning of Unix time:

console.log(new Date(0));

the Date object provides a namespace for some methods:

const future = new Date(2037, 10, 19, 15, 23);

* .getFullYear (also have set)
* .getMonth (also have set)
* .getDate (day of the month, also have set)
* .getDay (day of the week, also have set)
* .toISOString (converts the date to ISO string)
* .getTime (acquire amount of milliseconds passed since the beginning of Unix time)
* Date.now (timestamp for now)

#### Calculations with dates:

when we attempt to convert a date to a number, then the result is going to be the timestamp in milliseconds. With this milliseconds we can then perform calculations (e.g. subtract to measure the distance between two dates).

#### Internationalizing dates (Intl)

const now = new Date();

displaying the current date with internationalization formatting according to an object of options:

new Intl.DateTimeFormat(<locale>, options).format(now);

const options = {

  hour: 'numeric',

  minute: 'numeric',

  day: 'numeric',

  month: 'long', | ‘2-digit’

  year: 'numeric', ‘2-digit’

  weekday: 'short', | ‘long’

};

Getting the locale information from the client, instead of hard-coding:

const locale = navigator.language;

#### Timers:

Timeout (used to execute a callback function after a certain amount of time in milliseconds.)

setTimeout(() => console.log('Here is your pizza'), 3000);

* If the callback function requires arguments, we can determine them after defining the delay.
* Possible to cancel the timeout:

const pizzaTimer = setTimeout(<fn>, <delay>, <arguments>);

clearTimeout(pizzaTimer);

Interval (used to execute a callback function every certain amount of time passed)

setInterval((<fn>, <interval>);

## 009 OOP

#### ES6 classes

Creating a parent class

class CarCl {

  constructor(*make*, *speed*) {

    this.make = make;

    this.speed = speed;

  }

  accelerate() {

    this.speed += 10;

  }

  break() {

    this.speed -= 5;

  }

  get speedUS() {

    return this.speed / 1.6;

  }

  set speedUS(*speed*) {

    this.speed = speed \* 1.6;

  }

}

Creating a child class:

class EVCl extends CarCl {

  #charge;

  constructor(*make*, *speed*, *charge*) {

    super(make, speed);

    this.#charge = charge;

  }

  chargeBattery(*chargeTo*) {

    this.#charge += chargeTo;

    return this;

  }

  accelerate() {

    this.speed += 20;

    this.#charge -= 1;

    return this;

  }

}

Creaing an instance:

const rivian = new EVCl('Rivian', 120, 23);

#### Constructor function

Creating a parent class.

const Car = function (*make*, *speed*) {

  this.make = make;

  this.speed = speed;

};

Methods are then inserted in the prototype of this class.

Car.prototype.accelerate = function () {

  this.speed = this.speed + 10;

};

Car.prototype.break = function () {

  this.speed = this.speed - 5;

};

Now we have a child class which is called EV.

const EV = function (*make*, *speed*, *charge*) {

  Car.call(this, make, speed);

  this.charge = charge;

};

But until now the prototype of this child class is not connected to its parent class. So we should connect them:

EV.prototype = Object.create(Car.prototype);

Methods for the child class should be implemented as before:

EV.prototype.chargeTo = function (*chargeTo*) {

  this.charge = chargeTo;

};

EV.prototype.accelerate = function () {

  this.charge--;

  this.speed += 20;

  console.log(

    `${this.make} going at ${this.speed} km/h, with a charge of ${this.charge}%`

  );

};

And now we want to create an instance of the EV.

const tesla = new EV('Tesla', 120, 23);

#### Object.create

We start by manually creating prototype objects. These will act as classes.

const PersonProto = {

  clacAge() {

    console.log(2037 - this.birthYear);

  },

  init(*firstName*, *birthYear*) {

    this.firstName = firstName;

    this.birthYear = birthYear;

  },

};

createing another prototype object which would act as the child of the PersonProto.

const StudentProto = Object.create(PersonProto);

We now have created an empty object called StudentProto and connected its prototype to the PersonProto object. Now we to fill this child class with methods:

StudentProto.init = function (*firstName*, *birthYear*, *course*) {

  PersonProto.init.call(this, firstName, birthYear);

this.course = course;

};

StudentProto.introduce = function () {

  console.log(`My name is ${this.firstName} and I study ${this.course}`);

};

finally, we want to create an instance of the StudentProto.

const jay = Object.create(StudentProto);

So now the prototype chain starts from StudentProto, continues to PersonProto, and eventually reaches the Object prototype.

## 010 Asynchronous JavaScript

### XMLHttpRequest method

Calling the XMLHttpRequest function. Then call the open method on that variable. In the open method we need to specify what should be done and we also need to specify the URL to which we make the AJAX call. Then we should send the request.

const request = new XMLHttpRequest();

request.open('GET', 'https://restcountries.com/v3.1/name/iran');

request.send();

now the request is sent and is being processed asynchronously. To get the result we should listen for the load event on the request. After the result has arrived, we can access the *responseText* property on the request. However, the *responseText* is in JSON format and we need to convert it into a JS object with *JSON.parse*.

request.addEventListener('load', function () {

const data = JSON.parse(this.responseText);

});

### Fetch API & Promises

Starting a request by fetching some data.

const request = fetch('https://restcountries.com/v3.1/name/portugal');

fetch will immediately return a pending promise, and the request will be processed asynchronously. To consume the promise, we use the then method. This Then method receives the response to the request. This response should be returned after being converted using *.json()* method. The then method will return a promise, and this promise should again be consumed with another then method.

* Then methods can receive a second argument after the callback function. The second argument is a callback function that will be executed if the promise is rejected.

request.then(response => response.json()).then(data => { <code block> });

Now we have access to the data we want. On this then, we can call the *catch* method to catch any error happened during the request processing. All the errors during the process will propagate down and arrive at the *catch* method.

.catch(err => alert(err.message));

* The *err* is actually an object which we can also access its *message* property.
* The only way that the fetch promise is rejected, is when the user loses internet connection. But invalid queries will simply return 404 error and does not reject the promise. They actually fulfill the promise. So to display errors for invalid queries we should *throw* errors manually.

const getCountryData = function (country) {

  fetch(`https://restcountries.com/v3.1/name/${country}`)

    .then(response => {

      if (!response.ok) throw new Error(`Country not found ${response.status}`);

      return response.json();

    })

### Creating a promise manually

Creating a new promise and set it to a variable:

const lotteryPromise = new Promise(function (resolve, reject) {

  if (Math.random() >= 0.5) {

    resolve('you WIN!!!');

  } else {

    reject('You LOST your money!!!');

  }

});

Consuming the promise with then and catch:

lotteryPromise

  .then(response => console.log(response))

  .catch(err => console.error(err));

* In practice, most of the time we only consume promises. We usually only build promises manually to wrap old callback-based functions into promises. This is called promisifying.

### Consuming promises with Async/Await

const whereAmI = async function (country) {

  const response = await fetch(

    `https://restcountries.com/v3.1/name/${country}`

  );

  const data = await response.json();

return data;

};

* This async function which acts as a promise, can be consumed using the then and catch methods again. But it can also be further consumed with async/await again, and this is the better way to go.

### Try/Catch

This is not exclusive to asynchronous JavaScript. It can be used anywhere, but one of the most important use cases is asynchronous JavaScript.

const whereAmI = async function () {

  try {

    //  All the code

  } catch (err) {

    // Error handling code

  }

};

* Consider re-throwing errors if necessary. Refer to the main document p388.

### Promise combinators

* Promise.all (used to run multiple promises simultaneously. Receives an array of promises. If one promise rejects, the whole promise rejects or short circuits) – returns an array containing the data received in response for each promise.

const get3Countries = async function (c1, c2, c3) {

  try {

    const data = await Promise.all([

      getJSON('url1'),

      getJSON('url2'),

      getJSON('url3'),

    ]);

    console.log(data);

  } catch (err) {

    console.log(err);

  }

};

* Promise.race (used to run multiple promises simultaneously. Receives an array of promises.) – returns an array containing only the first promise that was settled, either rejected or fulfilled. Use when you need to implement request timeout mechanisms.
* Proimse.allSettled (used to run multiple promises simultaneously. Receives an array of promises.) – returns an array containing all the settled promises promise, either rejected or fulfilled. A bit like *Promise.all*, but this method never short circuits.
* Promise.any (used to run multiple promises simultaneously. Receives an array of promises.) – returns an array containing only the first fulfilled promise. A bit similar to *race*.

## 011 Modules in JavaScript

To make the script file work as a module, we have to set the *type* attribute of the script tag to *module* in HTML code.

### Exporting and Importing in ES6 Modules

Importing a module without importing any value

import './shoppingCart.js';

Now let’s define some variables in the shoppingCart.js module.

const shippingCost = 10;

const cart = [];

* top-level variables are scoped to the module in which they are defined. They are not scoped globally. To make these variables accessible in the main module, we have to export these variables from this module.

#### Named exports

We export a variable or function or anything from this module.

export const addToCart = function (*product*, *quantity*) {};

Then we import it in the main module:

import { addToCart } from './shoppingCart.js';

We can export multiple things from a module using named exports.

const totalPrice = 237;

const totalQuantity = 23;

export { totalPrice, totalQuantity };

Then we import them in the main module:

import { addToCart, totalPrice, totalQuantity } from './shoppingCart.js';

we can change variable names while importing or exporting:

import {totalPrice as price,  totalQuantity,} from './shoppingCart.js';

export { totalPrice, totalQuantity as qt };

we can import all the exports of a module at the same time:

import \* as ShoppingCart from './shoppingCart.js';

then we can access anything inside the exporting module from the importing module:

ShoppingCart.addToCart('bread', 5);

* consider similarities with classes.

#### Default exports

Used when we want to export one thing per module. These exports don’t have any name.

export default function (product, quantity) {};

We give it a name when importing it:

import add from './shoppingCart.js'

* It is not a good practice to mix default and named imports.

### Publisher-Subscriber pattern

The publisher-subscriber pattern is used to handle events in the context of a MVC-structured code base. This involves implementing a publisher in the View code, which is normally called by an Initializer function. The Initializer function passes a Subscriber function into the Publisher function. The Subscriber function should be defined inside the Controller file.

**View file:**

addHandler(handler) {

window.addEventListener(‘<event>’, <callback-function>

}

This publisher function is usually exported as a method of an object’s publish API.

**Controller file:**

Const init = function() {

<view-file-import>.addHandler(<subscriber-function>)

}

init();

## 012 Introduction to the Command Line

To see the directory of the current folder:

dir

To go up one step in the directory:

cd ..

to go up two steps in the directory:

cd ../..

to go down one step in the directory (use tab to auto-complete file name:

cd filename

to clear the terminal console:

clear

to create a folder:

mkdir foldername

to create a file:

ni filename

to create multiple files in one line of command:

ni filename1, filename2, filename3

to delete a file:

del filename1

to delete multiple files:

del filename1, filename2

to move a file to the parent folder of the current folder:

mv filename ../

to remove a folder:

rmdir foldername

## 013 Working with NPM

In order to use NPM we should follow these steps:

1. Install NPM from URL: nodejs.org/en/ (you can check if any version of NPM is already installed using this command in terminal:

npm –v

1. In each project where we need to use NPM we need to start by initializing it using this command in terminal:

npm init

this will prompt the coder with multiple question in order to create and populate the **package.json** file.

1. Install any library you need to use in your application. You can search for all available libraries (e.g. leaflet, lodash, parcel, etc.). you can find the installation command on the library’s website. For example, for installing leaflet we can use this command in terminal:

npm install leaflet

or

npm install lodash-es

after installing the library, some changes happen. First, in the package.json file a **dependency** will be added with the library version inside it. Second, in our project folder, a new folder called **node\_modules** will be created. This folder contains the folder for the installed library. Note that some libraries use CommonJS. We cannot directly import these libraries into our code. We can only do that if we use a module bundler later.

It is important to note that if you want to move your project to somewhere else or share it with other developers, you don’t need to include the node\_modules folder. You can re-install all your libraries again using this command in the terminal:

npm install

this will enable NPM to reach into the package.json file, read the dependencies and install them back.

## 014 Working with Parcel

To use Parcel with NPM we should follow these steps:

1. Install Parcel using NPM with this command in the terminal:

npm install parcel --save-dev

a dev dependency is like a tool that we need to **build** our application, but it is not a dependency that we include in our code. So this will appear in a devDependencey field in package.json file.

1. Run Parcel using 2 different ways: run Parcel using this command for local installation:

npx parcel index.html

index.html is the entry point. The entry point is the file in which we include script.js file. This will establish a **development server** usually on localhost:1234. In addition, 2 new folders will be created in our project folder: **dist** and **.cache**. The dist folder contains the new index.html and all css and script files. At this stage, these are not compressed files and also dead codes are not eliminated yet. This will be carried out in the **build** step. However, it is important to note that having the parcel started at this stage, we no longer need to mention the long source path for imports on other libraries. For example, an import like this:

import cloneDeep from ‘./node\_modules/lodash-es/cloneDeep.js’;

will turn into this:

import cloneDeep from ‘lodash-es’;

now parcel will automatically find the path to this module and import it without us having to manually type the entire path.

Another way to run parcel is to insert a “start” field inside the “script” field of the package.json file:

“script”: {

“start”: “parcel index.html”

}

Then in the terminal we can use this command:

npm run start

we run parcel whenever we want to start developing. But when we are done developing, we finally need to build the final bundle which is compressed and has dead code elimination.

1. Build the final bundle by inserting a “build” filed inside the “scripts” field of package.json file.

“script”: {

“start”: “parcel index.html”,

“build”: “parcel build index.html”

}

Then in the terminal we can use this command:

npm run build

now the files inside the dist folder are fully compressed.

**IMPORTANT:** you need to tell parcel to ignore the “main” field of the package.json file by inserting a “targets” field:

“targets”: {

“main”: false

}

This solution is suggested here: [link](https://github.com/parcel-bundler/parcel/issues/3500)

The final result of this command is the dist folder and we can send this folder for production.

## 015 Working with Babel and Polyfilling

Parcel uses babel automatically to transpile your code. Babel can convert new codes into codes that can be executed on older browsers. To decide which codes should be converted, babel uses presets. By default, it uses preset-env. This will automatically select which JavaScript features should be compiled based on browser support. However, we should note that transpiling is only done for syntaxes, not features. for example, ES6 features like Promise or array methods like find, cannot be transpiled. But arrow functions, as a syntax, can be transpiled into regular function syntax. But for features, we can use polyfilling.

When we run the npm start command, the babel will automatically be used for transpiling the codes with some default settings. These settings are editable.

To enable polyfilling we should first install it using this command in the terminal:

npm install core-js

then in the script file we should import it:

import ‘core-js/stable’;

now if we look at the output code, we don’t see any visible conversion, because polyfilling is not supposed to work that way. Instead, it recreates the features and enable them to be used in the code. Polyfilling will polyfill everything even if we don’t need it. we could also selectively import features for polyfilling like this:

import ‘core-js/stable/array/find’;

this will reduce the bundle size a lot and it can be done if it is a real concern.

There is one more feature that is not polyfilled by core-js, and that is async functions. So we usually need to install another package in the terminal:

npm install regenerator-runtime

and then we need to import it in the script file:

import ‘regenerator-runtime/runtime’;

**IMPORTANT:** all of these procedures might change by time. So you always need to update your technical knowledge about using these packages.

## 016 Working with Git

To work with git you should follow these steps:

1. Download and install Git from its website: [link](https://git-scm.com/downloads)
2. Make sure that in your terminal you are in your project folder, and not in its child folders.
3. Initialize git using this command in the terminal:

git init

this will initialize an empty git repository in the project folder. Repository is the fundamental concept of git. This will mark all of our code files with “U” which stands for Untracked.

1. Create a .gitignore file in your project folder. In this folder you can set some files and folders in your project folder to be ignored in commitments. Any folder name listed in this file will be un-highlighted in the folders pane on the left. List file names just like this:

node\_modules

dist

.parcel-cache

1. If you have an account on github you are good to go, But if not, create one. Github enables you to store your local repository on the cloud so that you will be able to switch between computers while making sure you don’t lose your codes.
2. Connect your local git installation with your github account. To do this you should first determine your username on github:

git config --global user.name omidarmat

and then you should determine your user email on github:

git config --global user.email [omidarmat@gmail.com](mailto:omidarmat@gmail.com)

remember that these configurations will always be used in all the repositories that you create on your computer.

Now let’s learn a bit about git fundamentals:

* Check the status of commitments:

git status

this will show us the untracked files and check if there are any commits. We can also see the branch that we are currently in.

* Track files for any changes. It means to add them to the staging area:

git add –A

-A means all the files. We can add files manually, but usually that is not necessary. Now all files will be marked with ‘A’ which stands for Active. From this point, any change implemented in the code will be tracked. Added codes will be marked in green, deleted codes will be marked in red, changed codes will be marked in orange. Additionally, files that their code is changed will be marked with ‘M’ standing for ‘Modified’.

* Commit files: commit is like a snapshot of your code at a certain point in time. So before making some significant changes to your code, you should always commit. Then if necessary, you can go back to past commits and undo your changes. To commit:

git commit –m ‘<commit message>’

after commit, if we check the status, we will see that the working tree is clean, meaning that there is nothing to commit.

* To go back to the previous commit before committing newly modified files:

git reset --hard HEAD

* To go back to the previous commit after committing newly modified files: we first need to find the id of the commit to which we want to return. So we should take a look at the previous commits:

git log

this will give all the commits with their id. We can copy this id and use it in this command:

git reset --hard <commit id>

**IMPORTANT:** moving between commits like this is a bit dangerous. We usually create new branches when we want to implement a lot of changes.

* To see the list of branches that we have:

git branch

* To create a new branch

git branch <branch name>

we now have to switch to this new branch. Otherwise, we will remain in the previous branch.

git checkout <branch name>

this new branch is a copy of the current master branch in which we can develop new code and add new features without affecting the code in the master branch.

Now if we go back to the master branch using the checkout command, we see the previous version of code.

* We can now merge the new branch with the master branch. So inside the master branch, we use this command:

git merge <branch name>

**IMPORTANT:** there is a nice cheat sheet for git here: [link](https://www.google.com/url?sa=t&rct=j&q=&esrc=s&source=web&cd=&ved=2ahUKEwjrksv7uJX9AhVMhv0HHW4dBWsQFnoECA4QAQ&url=https%3A%2F%2Feducation.github.com%2Fgit-cheat-sheet-education.pdf&usg=AOvVaw2D3W2R0fwoOBi8YrhZYLFJ)

#### Push to Github

We first need to create a repository in the github. Once the repository is created, a URL address to the repository will be shown along with different scenarios and their related codes. We can copy and paste these codes in our terminal.

This is the first line of code that should be used in terminal for importing commits into github. This basically connects Git to your GitHub repo:

git remote add origin https://github.com/omidarmat/390calculationspanel.git

then to push a branch into the origin branch of github we can use this command in the terminal:

git push origin <branch name>

we can create a readme file with this command in the terminal:

ni README.md

then by committing and pushing it to github, we will see all the explanations in this file in the github repository.

We usually carry out these steps the other way round. That means that we usually create an empty repository in github with a README file and a .gitignore file. Then we pull this repository onto our computer. This makes things a bit easier.

#### continuous integration with Netlify

On Netlify, you can link an existing website to git, or you can link a website right from the beginning. We can simply select the “New site from Git” option on Netlify. But if there is an existing website, we can go to its settings on netlify, then in the “build and deployment” tab, we can link the site to Git.